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The need for efficient searching of a list of ASCII strings transcends the many subdivisions and genres of modern-day programs. From HTML internet browsers to text editors, from spreadsheets to binary files, search algorithms need to check sets of strings against pre-determined “master” sets, with the most obvious (and that being used in this particular experiment) example implementation being that used with the words in a dictionary.

Among the most performance-critical aspects of this implementation is the manner in which the dictionary’s words are both stored and iterated over. Despite the considerable size of an English dictionary in terms of entries, systems have evolved to possess memory pools of such capacity to make this once imposing size a trivial detail for most modern software implementations. As such, any dictionary search algorithm simply needs to utilize a cost-effective and relatively efficient manner of iterating through a memory-based data structure in search of the target string.

In this particular implementation, the algorithm’s primary goal is to analyze a set of given input strings, and to calculate every possible anagram using the letters in those strings such that the anagram contains the exact number of letters in the original string. For clarification, an anagram can be defined programmatically as follows: some string is an anagram of some other string if, and only if, the set of characters contained within string isidenticalto the set of characters contained within, the number of occurrences of each character in each string are identical, and ifis a valid word in the dictionary**.** The algorithm tests for these stipulations in a classic brute force manner: by comparing the various permutations of each letter in each word listed via the input file to the pre-established valid words in the *dictionary* text file. The working hypothesis is that the data structure used to store the words from the dictionary file is an asymptotically significant factor in terms of the algorithm’s worst-case runtime.

The algorithm uses a variant of the brute-force approach of checking *every possible* permutation of characters in the string. This yields a runtime of,where is equal to, or the length of the permuted string. The method of *pruning* is utilized in this variant of the algorithm, which helps to detract from the base version’s imposing factorial runtime. Pruning refers to the process of checking to see if a particular character permutation, or element, has already been processed, and if it has, halting any and all operations, recursive calls, and calculations on that element by removing it’s visibility to the algorithm, thus ensuring that subsequent recursive iterations stemming from this element are not performed. Pruning as implemented in the anagram program is as follows: as the outer for-loop iterates over the length of the input string, a separate parameterized array of each character in the input string holds the remaining valid letters. As each element of this char array is tested, it is replaced by an ampersand character which ensures that any future iterations of the algorithm do not modify that index. This is achieved via a simple if-statement at the beginning of each for-loop iteration that checks for the presence of the ampersand. Should this character be found, the algorithm skips any further calculations or recursion involving that particular index, and continues on to the next index. This code serves to ensure the elimination of redundant answers while improving the algorithm’s overall runtime, although little to no effect is observed on the aggregate asymptotic measurement.

Provided that the string calculated is not a redundant element, the algorithm proceeds to perform a check on the validity of the string as a word in the dictionary. Specifically, it checks to see if the string satisfies any of the following states: that the string is a prefix to some valid word, that the string is a valid word but not a prefix, and that the string is a prefix to some valid entry in the dictionary but not actually a word. Should the string be a valid dictionary entry but not a prefix, pruning is enacted in that the algorithm halts any further recursion on the word. This is done via an if-statement that compares the string to the contents of an array allocated for storing already-calculated anagrams. The other two states both result in further recursive calls being enabled on their respective character permutations; the only difference in how the algorithm handles these is that should the string be a word in addition to being a prefix, that string is added to the data structure responsible for holding all calculated valid anagrams, which, in turn, is checked for the presence of the current target permutation.

While pruning certainly helps to reduce redundancy and the resulting repetition in finding the anagrams *in* a dictionary, an even greater performance benefit should come in the form of *how* the dictionary is stored. The choice of data structure will noticeably impact the runtime virtually every single time the algorithm compares a permutation of characters to entries in the dictionary, and as such, this choice is absolutely critical in terms of reducing the program’s runtime.

![](data:image/jpeg;base64,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)To analyze and illustrate the aforementioned criticality in the choice of data structures for use by the anagram algorithm, two radically differing constructs are compared. One represents the *naïve* approach of a sorted array, while the other demonstrates the inherent usefulness for handling strings in the family of specialized trees called *tries*, which are described in detail later on.

**Figure 1.1** – a de la Briandais tree (<http://people.cs.pitt.edu/~kirk/cs1501/quiz1sol_files/image004.jpg> )

The first data structure takes the form of a sorted Java ***ArrayList*** located in a wrapper class called ***MyDictionary.*** While both simple to visualize and to implement, the runtime for searching a sorted array is; recall that in a sorted array of elements, the worst-case scenario for a linear search is that which requires iteration over all indices to find the last element. This runtime is a bottleneck in the performance of the Anagram-finding algorithm, as a faster data structure for string search speeds will directly impact the program’s performance.

MyDictionary contains the necessary methods and fields to allow for prefix-searching; that is, method ***searchPrefix()*** accepts a string and returns one of three different integer values based on whether that string is a prefix, a word, both or neither in the underlying array. ***Add()*** simply appends the parameterized String object to the end of the array and subsequently performs any necessary shifting and sorting to ensure that alphabetical sorting is maintained. As these methods all depend on searching the sorted array, the overall performance of the program is bottlenecked by this naive data structure’s linear runtime.

A far greater structural alternative in terms of string object access speeds is the de la Briandais tree (see **fig. 1.1**), a type of trie data structure that is nearly perfectly optimized and designed for holding large sets of words in memory. As with any tree data structure, the DLB is a series of interconnected *nodes*, and any performance gains come at the price of high memory usage*.* However, much of the similarity ends there, as each node is not just a container for a single value or datum, but rather an entire Linked List data structure, whose individual nodes each contain a single character in a word in the dictionary. The maximum, or *worst-case*, size of one of these Linked Lists is limited to just twenty-six, the length of the English alphabet. As with all tree data structures, the DLB features a *root* node, from which all searches originate. In this case, the root node is a Linked List whose nodes contain the first letter of each word stored in the tree, with no repetition. This lack of doubles holds true for every Linked List in a DLB; it eliminates redundancy by sharing all *initially common* characters should they be shared by multiple strings within the DLB, with each list’s size never exceeding the length of the alphabet. To clarify this concept: assuming two strings andstored in an otherwise empty de la Briandais Tree, a single common prefix of length is shared between the two if, and only if, the first characters of both and are identical in size, composition, and ordering.

The DLB implementation utilized in the experiment features a wrapper **DLB** class that contains an internal, privatized **LinkedList** class and as well as a private **Node** class. The Linked List class, while not entirely necessary from a technical standpoint, helped with the visualization of the DLB’s structure during the coding process. It features a ***Head*** field, for keeping track of the first element of the list, as well as a special constructor that attaches a pointer to the new list’s head node, which in turn points back to the list that it is contained within. This feature was very useful during iteration, as it allowed the programmer to derive a node’s linked list by calling that node’s ***thisList*** field, as opposed to having a constantly incrementing localized Linked List pointer.
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**Figure 1.2 –** Runtime Comparison of the Backtracking Anagram-Finding Algorithm when utilizing a de la Briandais Tree and a Sorted Array

Both of the ***isPrefix()*** methods operate in the same manner, with the parameter-less version featuring a for-loop that iterates over every character in S until it finds a mismatch. If ***isPrefix()*** finds a mismatch, it returns 0. If it does not encounter a character mismatch, but also does not find a sentinel node appended to the end of the string, it returns 1. If the method encounters only a sentinel node, ***isPrefix*** returns 2. And finally, if it encounters both a sentinel node *and* other characters in the final linked list, it returns 3, which indicates that S is both a word *and* a prefix. ***isPrefix(StringBuilder S, int start, int end)*** works the same way, except the for-loop only iterates between the indices provided by the additional two integer parameters instead of over the entirety of S.

The difference in runtime when utilizing each data structure is asymptotically relevant, and immediately noticeable to the user. The test machine featured Windows 8 64-bit installed on an Intel Core i5 2500k processor overclocked to 4.3GHz, with 16GB of dual-channel 1600MHz DDR3 memory and all Java & Windows OS components installed onto a Crucial M4 SATA III solid-state disk. In one particularly illustrative example, the algorithm ran for three hours and ten minutes on this test machine while utilizing the MyDictionary data structure on the provided ‘test5.txt’ input list. On the same machine, utilizing a DLB instead resulted in a runtime of only 33 seconds. A direct comparison of the input files using both data structures on the test computer is illustrated in ***Figure 1.2*.**

As previously mentioned, both the worst-case andaverage runtime for searching a sorted array is, with the additional overhead of iterating over the partial lengths of words that share a prefix with the target. The worst-case runtime for a DLB, as with a binary search tree, is completely dependent on the height of the data structure. As such, this would lead to a Big O runtime of for a string lookup featuring characters with an alphabet of letters. However, as with many worst-case runtimes, this scenario is highly unlikely, as it would require each sought-after character to be the final letter in a given series of linked lists within the DLB, with each linked list containing every character of the utilized alphabet and thus achieving the maximum size possible. As such, the average runtime for the DLB approaches**,** based primarily on the length of the target string. This yields the following comparison: the sorted array’s average search time is based on the length of the entire dictionary array in conjunction with the length of the target string, while the DLB’s average search time is based solely on the length of the word. For example, if test input file ‘test4.txt’ is used, which contains the strings “backtracking” and “donaldknuth” possessing lengths of 12 and 11 letters long, respectively, each 12 and 11-letter-long valid anagram would average with a DLB, and with a sorted array, where is the length of the sought-after string, and is the length of the sorted dictionary array. With a length of 5,455,8 words, that is, from a complexity standpoint, in the same class as five-thousand times longer than the 12 characters of “donaldknuth”, the limiting factor for the DLB’s runtime. As such, the DLB provides a very noticeable and helpful boost to the performance of the search algorithm.